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**Цель работы:**

Написать программу, являющуюся решением заданной по условию задачи с вводом входных данных и выводом результата.

**Условие задачи:**

Винни-Пух и Пятачок нанялись защищать компьютерную сеть от хакеров, которые выкачивали из компьютеров секретную информацию. Компьютерная сеть Винни-Пуха и Пятачка состояла из связанных между собой больших ЭВМ, к каждой из которых подключалось несколько терминалов. Подключение к одной из больших ЭВМ позволяло получить информацию, содержащуюся в памяти этой ЭВМ, а также всю информацию, доступную для ЭВМ, к которым данная ЭВМ могла направлять запросы. Хаккеры и раньше нападали на подобные компьютерные сети и их тактика была известна. Поэтому Винни-Пух и Пятачок разработали специальную программу, которая помогла принять меры против готовившегося нападения.   
***Тактика хакеров.***

При нападениях хакеры всегда получают доступ к информации всех ЭВМ сети. Добиваются они этого, захватывая некоторые ЭВМ сети, так чтобы от них можно было запросить информацию у оставшихся ЭВМ. Вариантов захвата существует множество.   
Например, захватить все ЭВМ. Но хакеры всегда выбирают такой вариант, при котором суммарное количество терминалов у захваченных ЭВМ минимально.   
*Примечание*: В сети Винни-Пуха ни у каких 2-х ЭВМ количество терминалов не совпадает.   
***Техническое задание.***

Вам необходимо написать программу, входными данными которой было бы описание сети, а выходными - список номеров ЭВМ, которые могут быть выбраны хаккерами для захвата сети согласно их тактике. Ввод осуществляется из файла с именем INPUT.TXT.

***Формат ввода:***  
Количество ЭВМ в сети : N   
ЭВМ #1 имеет терминалов : T[1]   
ЭВМ #2 имеет терминалов : T[2]   
...   
ЭВМ #N имеет терминалов : T[N]   
Права на запрос :   
A[1] B[1]   
A[2] B[2]   
...   
A[K] B[K]   
0 0   
A[i] и В[i] - номера ЭВМ, последняя строка '0 0' обозначает конец списка прав на запрос, каждая пара A[i] B[i] обозначает, что ЭВМ с номеров A[i] имеет право запрашивать информацию у ЭВМ с номером B[i] (A[i] не равно B[i]).   
При вводе числа N и T[i] - натуральные, T[i] <=1000, N<=50, K<=2450.   
***Формат вывода:***   
Номера захватываемых ЭВМ : С[1] C[2] ... С[M].   
Количество захватываемых ЭВМ : <M>

**Теоритические основы:**

Задача сводится к нахождению компонент связности. В каждой из них необходимо найти вершину с минимальным числом терминалов и вывести ее номер.

Подграф графа называется его компонентой связности, если каждая из вершин подграфа достижима от любой из верши подграфа.

***Алгоритм поиска компонент связности в графе***
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**Описание алгоритма программы:**

В программе граф задан матрицей смежностей. Поиском в глубину находим компоненту связности. Выполняем этот шаг для каждой непомеченной вершины и получаем минимальной множество компонент связности, т.е. минимальный список множеств ЭВМ, в которых необходимо “взломать” только одну машину для доступа к остальным из этого множества. Однако для оптимального выбора машин по количеству терминалов необходимо выбрать лучшую машину (с наименьшим количеством терминалов) в каждой компоненте связанности. Поэтому для каждого множества находится ЭВМ с наименьшим количеством терминалов и ее номер заносится в результирующий список, который затем выводится вместе со своей длиной.

**Код программы:**

#include "stdafx.h"

#include "iostream"

#include "algorithm"

#include "fstream"

#include "vector"

using namespace std;

const int MAX\_N = 50, MAX\_T = 1000;

void dfs(int v, vector<bool> &used, vector<vector<int>> &g, vector<int> &temp) {

used[v] = true;

temp.push\_back(v);

for (int i = 0; i < g[v].size(); i++) {

if (!used[i] && g[v][i])

dfs(i, used, g, temp);

}

}

void find\_comps(int N, vector<vector<int>> &g, vector<vector<int>> &Comp) {

vector<int> temp;

vector <bool> used(g.size());

for (int i = 0; i < N; i++)

used[i] = false;

for (int i = 0; i < N; i++) {

if (!used[i]) {

temp.clear();

dfs(i, used, g, temp);

Comp.push\_back(temp);

}

}

}

void find\_min(vector<int> &T, vector<int> &C, vector<vector<int>> Comp) {

int min, min\_elem;

for (int i = 0; i < Comp.size(); i++) {

min = MAX\_T;

min\_elem = MAX\_N;

for each (int j in Comp[i]) {

if (T[j] < min) {

min = T[j];

min\_elem = j;

}

}

C.push\_back(++min\_elem);

}

}

int \_tmain(int argc, \_TCHAR\* argv[]) {

int N = 50, from, to;

vector<int> comp;

string in\_file = "input.txt", out\_file = "output.txt";

ifstream in;

ofstream out;

in.open(in\_file);

in >> N;

vector<int> T(N), C;

vector<vector<int>> g(N, vector<int>(N)), Comp;

for (int i = 0; i < N; i++) {

in >> T[i];

}

while (!in.eof()) {

in >> from;

in >> to;

if (from && to)

g[--from][--to]++;

}

in.close();

find\_comps(N, g, Comp);

find\_min(T, C, Comp);

out.open(out\_file);

for each (int i in C) {

out << i << ' ';

}

out << endl << C.capacity();

out.close();

return 0;

}

![C:\Users\Device\AppData\Local\Microsoft\Windows\INetCache\Content.Word\get_preview.png](data:image/png;base64,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)**Входные данные:**

Input.txt:  
10

419

467

334

500

869

724

478

358

962

464

1 3

2 1

3 4

3 9

4 1

5 8

6 5

7 6

8 7

8 10

9 1

9 3

10 7

0 0

**Результат работы программы:**

output.txt:

3 2 8

3

**Вывод:**

В ходе выполнения лабораторной работы была решена задача на графы.

Было изучено понятие компоненты связности и ее применение в нахождении минимального количества множеств подграфов, охватываемых все вершины этого графа.

Так же был рассмотрен поиск обходом по графу в глубину, изученный ранее

в лабораторной работе № 2.